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Abstract—The use of digital games for learning in the higher 
education is a current trend that is mainly motivated by their 
pedagogical attributes if they are designed with specific learning 
objectives in mind. In the specific case of computer graphics, the 
intrinsic interactive, visual, and addictive nature of games seems 
to be a valuable coincidence for learning a discipline which is also 
highly visual and interactive. In this work, it is presented an 
overview of the efforts of educators and practitioners to teach 
computer graphics at the undergraduate level with a special 
emphasis on the application of digital games as a learning 
strategy. Authors aim to increase awareness about the detected 
necessity of diversifying the current offering of digital games in 
this particular area, which in turn can lead to improvements on 
how computer graphics is taught in the classroom. 

Keywords—computer graphics; games; education 

I. INTRODUCTION 
By its own definition and purpose, Computer Graphics 

(CG) is visual, where the benefits and adoption of graphics 
algorithms are driven equally by their visual results and by 
their performance in time and memory management. For this 
reason, introductory courses in CG need to provide students 
with learning material that can be appealing and as much visual 
and interactive as possible, in order to clarify the principles and 
techniques utilized in the CG discipline. Moreover, CG courses 
usually require students to perform conceptual manipulations 
of 3D environments in addition to learning the theoretical 
knowledge involved in this field. These conceptual 
manipulations, which are known as visual-spatial abilities in 
psychology, are difficult to some students. This means that 
teaching CG should rely on effective methods of presenting 
learning materials to students that favor these cognitive 
abilities.   

Courses in CG are, in general, well supported by visual 
representations, dynamic input-output demonstrations, 
interactivity, and engaging material, in opposition to other 
traditional media such as text, blackboard, printed material 
(even visual), and business-style presentations.  Games could 
provide all these desirable characteristics, and this is why the 
incorporation of games in the CG syllabus is worth to consider.  
Games could provide a valuable learning environment to 
immerse students in the study of CG.  

This work is focused on exploring diverse initiatives that 
have incorporated interactive and ludic strategies for teaching 
computing topics in general, and computer graphics in 
particular, either in the classroom or e-learning environments. 
In this sense, learning what proposals have been implemented 
and tested in the past years provides valuable insight into their 
historical trend.  For example, knowing that digital games have 
not been fully explored in the case of CG education should 
raise interest in knowing why.  There is evidence that games 
have been applied successfully in the higher education in a 
wide variety of domains, including computing, and it is 
precisely this fact that might lead to think that CG should not 
be the exception.  By the end of this study, authors will provide 
evidence of the detected opportunity for new research needed 
on the development of games for learning to teach the common 
topics covered in introductory CG courses. 

This work is structured as follows: In Section II, it is 
presented an overview of the CG discipline, its knowledge 
base, and the evolution of the CG syllabus. In Section III, some 
approaches that have been proposed to teaching CG are 
reviewed. Section IV covers the use of digital games in the 
higher education with a particular focus on their application for 
teaching computing topics. Section V addresses the specific 
case of using games as well as interactive simulators for 
teaching CG. Finally, Section VI provides a discussion of the 
study findings and Section VII the conclusions. 

II. THE COMPUTER GRAPHICS CURRICULUM 
Computer graphics is the broad body of knowledge 

regarding the computer generation and manipulation of images. 
In the following subsections, it will be provided an overview of 
its knowledge base, as proposed by the Association for 
Computing Machinery (ACM), and of the evolution of its 
syllabus, from a historical perspective.  The last subsection 
describes three studies regarding different visions about the 
definition of the CG syllabus. 

A. The Computer Graphics Knowledge Base 
It is worth considering that, although CG as a field has 

existed since some decades, the rapid advances in graphics 
technology have made difficult to have a consensus about its 
knowledge base, and by this, a consensus in the contents of a 
modern CG syllabus. Some efforts to define a comprehensive 
knowledge base for the computer graphics discipline have been 

978-1-5386-2957-4/18/$31.00 ©2018 IEEE 17-20 April, 2018, Santa Cruz de Tenerife, Canary Islands, Spain
2018 IEEE Global Engineering Education Conference (EDUCON)

Page 1988



attempted in the recent years. For example, the Curriculum 
Knowledge Base Group, created by the ACM SIGGRAPH 
Education Committee, aimed “to provide a curricular structure 
and supporting materials that will aid instructors and 
institutions working to develop or enhance academic programs 
in computer graphics” [1].  

As a result of the work of this group since 2001, it was 
generated a report in 2006 [2, 3] that proposed a knowledge 
base composed of sixteen areas. Each area, in turn, defined a 
set of more specific topics. This guideline was jointly 
developed by educators and practitioners from the United 
States, Europe, South America, and Japan. The original areas 
have evolved and regrouped into the seventeen areas shown in 
the current online version of this report [1]. The proposed 
knowledge-base areas are depicted in Fig. 1. 

 

 

 

 

 

 

 

 

 

 

 
Fig. 1. The seventeen areas proposed by the ACM SIGGRAPH as the 
computer graphics knowledge-base. 

B. The Modern Computer Graphics Curriculum 
Computer Graphics is an undergraduate and graduate 

course mostly included in the Computer Science curriculum but 
also included in a diversity of academic programs around the 
world, such as Computer Engineering, Information 
Technology, Software Engineering, and Digital Media/Arts, 
just to name the most common. In the United States, over the 
last forty years, the ACM and the IEEE, among other 
organizations, have developed computing curricula guidelines 
for colleges and universities. The ACM has recommended CG 
as an undergraduate course for Computer Science majors since 
1991. 

From a historical perspective, according to [4], early CG 
courses from the 1970s through early 1980s were offered in 
just a few universities that could afford the expensive graphics 
hardware available at the time. CG curriculum in this era 
focused on low-level graphics hardware, basic rendering 
algorithms, introduction to 3D modeling, and interfacing 
graphics processors with mini-computers or mainframes.  

In a second era, from the middle 1980s to early 1990s, with 
a much more affordable and somehow standardized graphics 
hardware, CG became a common course included in Computer 
Science degrees. Still, in that era, CG curriculum was focused 

on low-level algorithms, math, lighting and color principles, 
graphics hardware devices, and the use of primitive (and 
mostly unstandardized) APIs for graphics.  

In the current era, since the late 1990s to present, CG 
syllabi have been designed around diverse APIs and have 
increased its presence in a lot more diverse academic programs 
than just Computer Science. This situation has happened due to 
the continuous development of faster, cheaper, and ubiquitous 
3D graphics accelerators as well as the availability of robust 
and highly standardized graphics APIs, such as OpenGL [5], 
Direct3D [6], WebGL [7], or Java3D. Efforts in this era are 
focused on the selection of better software tools that are 
expected to ease the learning experience. 

The earliest language selections to support a course in CG 
were based on using C/C++ to implement the core principles. 
Today, the most pervasive API to teach computer graphics is 
OpenGL. The utilization of this API includes its deprecated 
fixed-mode style [8-10], or the newer shader-based mode [11, 
12], and WebGL [12] (the browser-interpreted version of 
OpenGL). Also, some non-OpenGL attempts have been applied 
in the classroom, such as Processing [13], Java3D [14], 
Microsoft XNA [15], or Maple [16]. 

Former core topics in the CG curriculum are less relevant 
today, or at least not relevant to all the academic programs 
offering CG. For example, the fact that today most of the low-
level algorithms and the whole rendering process are fully 
integrated at the hardware level, including the support to the 
standard APIs, makes elective, from the CG curriculum point 
of view, the inclusion of certain topics or not. In modern times, 
CG syllabus is heavily influenced by the profile of the specific 
degrees and students where CG is offered.  For example, 
Computer Science still can be heavily interested in math 
foundations, low-level rendering techniques, algorithms, and 
modern graphics accelerators architecture and optimizations. 
Software Engineering or Information Technology can be more 
interested in using higher-level programming frameworks for 
developing graphics application. Finally, Digital Media can be 
more interested in teaching CG principles through the use of 
state-of-the-art commercial graphics software for modeling, 
rendering, and animation. 

C. Some studies on the CG syllabus 
Some similarities and differences in the vision about the 

development of the CG syllabus can be found in the following 
three studies:  

A first study [17], developed in the late 90’s, was a survey 
among twenty-three universities in the United States regarding 
the current state of the CG syllabus at the time. It was found 
that topics such as viewing/camera transformations, hardware, 
lighting models, 3D transformations, user interaction, object 
representation, shading models, color models, curves, hidden-
surface removal, and rasterization, were in the top of the most 
included. Also, as a result of that study, some insights were 
produced regarding the development of CG courses. These 
insights included the following, as stated by the authors: 
“Courses in CG should be inherently 3D”, “the fundamental 
subject in CG is geometry (expressed in computational terms)”, 
“CG needs to study light and surfaces”, “algorithms in CG 
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must be considered not only for time and memory usage but 
also for their visual effects”, “CG courses should be built upon 
a high-level graphics API”, and finally, “CG courses should 
include interactive projects and cover event-driven 
programming”. 

A second study [18], developed in 2005, proposed a CG 
syllabus based on 2D and Image Processing (IP) topics instead 
of the traditional 3D-oriented CG course. In this study, there 
were analyzed more than seventy academic programs and 
courses in CG, IP, and HCI, as well as curricula in Computer 
Engineering, Computer Science, Information Technology, and 
Software Engineering. Although this proposal is somehow 
unconventional due its opposite point of view to the widely 
accepted 3D-centric CG syllabus, it intended to design courses 
that balanced the CG, IP, and HCI areas through the study of 
the many topics that these areas have in common and with an 
additional emphasis in 2D contents. 

In a third study [19], developed in 2016, it was analyzed the 
CG curriculum from a new perspective that took jointly into 
account Computer Science (CS), Computer Technology (CT), 
and Computer Art (CA). In this study, there were selected, 
among nearly 400 registered programs, the most influential CG 
curricula in the United States to analyze their current trends. It 
was found that topics such as math, algorithms, color, 
rendering, lighting, illumination, pipelines, hardware, 
rasterization, curves, and programming, were among the 
primary themes included in the textbooks utilized in all the 
surveyed academic programs. This situation was not much 
different from the found one decade earlier. However, this 
study delineated a consensus among experts from industry and 
academia in the areas of CS, CT, and CA, that brought new 
insight into the current trends in the CG syllabus.  

It was suggested that from the seventeen areas initially 
proposed in [3], they could be probably reduced to nine in a 
contemporary CG curriculum. These areas were: Art and 
design, animation, digital imaging, physics, visual perception, 
visual communication, mathematics, cognitive sciences, and 
computer programming. This study suggested that “CG 
curricula must emphasize an interdisciplinary approach, and 
formulate outcome-based programs that connect scientific, 
technocratic, and artistic principles together to meet the 
growing needs of industry”. 

In addition to these studies, according to the most recent 
guidelines of the ACM and the IEEE for the Computer Science 
curricula in 2013 [20], the CG syllabus should encompass 
several interrelated topics such as fundamental concepts, basic 
and advanced rendering, geometry modeling, animation, and 
visualization. It is recognized that traditional graphics at the 
undergraduate level focuses on rendering, linear algebra, and 
phenomenological approaches, while more recent trends 
include physics, numerical integration, scalability, and special-
purpose hardware. It is assumed that nearly every 
undergraduate course in CG will cover a basic rendering and 
that this topic is essential for any further study in this field. 
According to the ACM’s analysis, some of the most common 
learning outcomes for students in CG are 2D/3D coordinate 
transformations and a basic knowledge of the 3D graphics 
pipeline. 

III. GENERAL APPROACHES TO TEACHING COMPUTER 
GRAPHICS 

General approaches to teaching CG have been envisioned 
through the evolving history of this discipline. These 
approaches have been the result of both, experiences in the 
classroom and contents structure addressed by textbooks in the 
field. Some of these approaches are described in the rest of this 
section, and they are summarized in Fig. 2.  

One of the earliest classifications of these approaches was 
provided by E. Angel in 1997 [8]. Angel defined three 
fundamental approaches: The survey, the bottom-up, and the 
top-down, which are described next.  

The survey approach usually just provides a general 
overview of the discipline with little or no programming 
involved. This approach was one of the first utilized at the 
beginning of the CG field, when graphics hardware and 
software were neither affordable nor available for most 
universities and topics in the course were covered mostly in a 
descriptive or theoretical point of view without the means to 
test or implement algorithms and graphics applications. 

 

 

 

 

 

 

 

 

 

 
Fig. 2. Different approaches proposed for teaching CG. 

The bottom-up approach focuses in studying in detail a 
collection of the most basic algorithms, mathematical methods, 
and other foundational elements, and then go gradually up into 
higher layers of integration, abstraction, and applications of the 
graphics technology.  For example, in this approach, students 
could start by learning the Bresenham’s algorithm to draw lines 
and other basic algorithms to draw simple two-dimensional 
curves, as well as algorithms for clipping and rasterization. 
This approach is well-aligned with the most classical textbooks 
in CG, such as Foley [21], Hearn [22], and Hill [23], and 
courses based purely in a bottom-up strategy were more 
frequent in the earlier stages of CG as an emerging discipline.  

The top-down is another common approach to teach CG, 
which starts by analyzing and implementing graphics 
applications first and then moves gradually to lower levels of 
details [24], [25], and [12]. This approach intends to provide 
students with a more holistic understanding of the CG field. An 
analogy between automobiles and CG given by Angel [8] to 
describe the three mentioned approaches states that: “you don’t 
need to know how a car works (the bottom-up approach) to 
drive it (the top-down approach), or even you don’t need to 
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drive the car and hire a chauffeur to drive you (the survey 
approach)”. Probably, the top-down approach is one of the 
most utilized in the recent years. When this approach was first 
proposed in the earliest CG years, it was mainly a 
recommendation of starting the course directly with 3D, 
avoiding a lengthy introduction of low-level 2D principles and 
algorithms. This recommendation was possible thanks to the 
availability of graphics APIs such as OpenGL.   

Today, the top-down approach can be extended or 
diversified to cover a wider range of academic programs and 
student profiles. In fact, traditional CG courses found in 
Computer Science could still use the bottom-up approach as 
probably those students will be the tomorrow scientists and 
professionals that will advance the state-of-the-art in graphics 
technology. CG courses offered in Software Engineering or 
Information Technology could be more benefited with a top-
down approach because students will learn how to program 
graphics applications at a higher abstraction layer and without 
knowing the hardware implementation details. Also, a Digital 
Media student could be benefited from a top-down approach. If 
the CG course starts using a high-end graphics application, this 
would allow students to overview, in a very attractive manner, 
the current state-of-the-art of graphics technology to model, 
animate, and render scenes. Then, gradually, the course could 
go into the details and principles of particular components. 

 
The constructivist approach [26] promotes that instead of 

providing comprehensive lectures for each topic of the course, 
the teacher’s role is to guide the students in constructing a 
conceptual image of how a component works given that it 
exhibits certain capabilities.  This is favored by environments 
where students can visualize, test, and experiment with a 
diversity of didactic material according to the CG contents. 

The breadth-first approach [27] is similar to the top-down 
but with a special emphasis in that the initial holistic view of 
the discipline be suitable, and the same, for students belonging 
to different academic programs, such as Computer Science, 
Software Engineering or Digital Media.  It means that the 
“breadth” part of the course is highly interdisciplinary while the 
“depth” part (studying topics at a detailed level) is highly 
dependent on the student profile.  

The Project-Based Learning (PBL) approach [28] is based 
on an educational strategy that promotes solving a problem or 
project in a student working group. In [28], this approach was 
tested in projects that focused on the development of a 
graphical environment based on OpenGL and C++ for 
visualization and handling of different scenarios. Students 
could start with a basic application skeleton and then 
completed the project by adding the missing functionalities 
according to a given task. As mentioned in that study, PBL 
promotes, in general, autonomy in the learning, teamwork, self-
assessment, argumentation and critical reasoning, and 
integration of knowledge. 

IV. DIGITAL GAMES AS A LEARNING STRATEGY IN HIGHER 
EDUCATION 

In the recent years, the application of digital games for 
learning has attracted the attention of researchers belonging to 
the educational and the computing fields. De Freitas [29] 

defined digital learning games as “applications using the 
characteristics of video and computer games to create engaging 
and immersive learning experiences for delivering specified 
learning goals, outcomes, and experiences”. While this learning 
strategy has been present for a long time in the elementary and 
middle education, it is increasingly becoming more common in 
the higher education [30]. Although there is still a debate about 
the real effectiveness of games for learning [31], many studies 
endorse this practice as pedagogically well-founded [32] and 
useful. The digital games for learning, or serious games, have 
also been applied for a long time outside the educational field, 
for example in the military or public and private organizations. 
In these cases, their application is more commonly referred as 
“training” instead of “learning”. 

From the point of view of games-for-learning design and 
development, it is a huge interdisciplinary field, ranging from 
software engineering, artificial intelligence, psychology, 
pedagogy, physics, and art, just to name the more involved 
areas. Also, due to the great variety of game types (e.g., 
adventure, puzzle, strategy, sports, fighting, platform, role-play, 
shooter) and purposes, it is recognized that neither a universal 
game template nor a universal architecture does exist yet [33]. 
Architectures are also influenced by platforms (e.g., mobile, 
web, desktop, console, virtual reality) or schemes such as local 
or distributed, single or multiplayer, interoperability or 
integration requirements (e.g., embedded in learning 
management systems).  According to [33], current research 
areas in games for learning involve at least the following: 
Efficient development processes, architecture blueprints, 
interoperability and data exchange, emerging user interfaces, 
arising gaming technologies, domain-specific game engines, 
and model-driven development. 

Despite the current degree of maturity of the field of digital 
games for learning, it can still be seen as “in development”. 
There are a variety of examples of successful applications in 
general domains as well as in highly-specialized ones. Two 
comprehensive surveys [34, 35] analyzed a total of 272 works. 
[34] comprised works from 2004 to 2009, and [35] from 2010 
to 2016. Every surveyed work reported empirical evidence of 
the benefits of using computer games with respect to learning, 
among other effects. Diverse disciplines such as business, 
computing, engineering, health, history, language, 
mathematics, science, social issues, and military, were 
addressed by those games. This situation provides a clue about 
envisioning a future with an expanded use of games in the 
higher education. 

The following studies are selected examples of applications 
of digital games in computing education, especially those 
designed to help students learn programming as well as 
software engineering. 

In [36], a suite of four programs was developed to help 
learn Java for students with no programming experience. This 
suite was composed of the following applications: A first game, 
which helped the student learn typing Java source code. A 
second, multiple-choice game, based on the Xbox360 
controller that helped the student to understand the Java 
programming structure. A third, two-players competition game 
that aimed to complete missing words in a Java source code. 
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Finally, a game that incorporated scripted commands to 
perform actions over game characters, in a style that reminded 
the utilized in visual programming.  

In [37], it was developed a framework aimed to improve the 
development of computational thinking in students. This ability 
is a set of reasoning skills that allow people interact and think 
through the language of computation, which in turn is a key 
ability to be a programmer.  

In [38], it was developed a set of games that consisted of a 
set of exercises arranged into categories freely chosen by 
students according to their particular preferences. These games 
were built on top of a free Java game development 
environment. The main use of this tool was to ease the learning 
of topics covered in an introductory programming course, such 
as basic programming constructs, structured instructions, 
subroutines, recursion, arrays, files, and complex data types.  

In another study [39], it was implemented an Android-
based game focused on help children, above eight years old, to 
learn the principles of object-oriented programming together 
with the principles of software engineering. Other work [40] 
built a pedagogical game, called Age of Computers, to be used 
in the course Computer Fundamentals as a replacement of 
weekly paper exercises.  A mobile game was developed in [41] 
for learning the ActionScript language in a course using PBL as 
a learning strategy. In [42], a virtual game simulating a board 
game named SCRUMI was implemented for teaching the 
SCRUM framework for software projects management.  

A comprehensive survey of games for learning in the area 
of software engineering was conducted in [43], where a total of 
106 studies were found and classified as belonging to Game-
Based Learning (GBL), Game-Development-Based Learning 
(GDBL), or Gamification.  

With the initiatives described in this section, we are 
prompted to believe that serious games can be successfully 
applied in many areas of computing education, and probably 
we will continue seeing this tendency in the near future. 

V. THE USE OF DIGITAL GAMES AND INTERACTIVE 
SIMULATORS TO TEACHING COMPUTER GRAPHICS 

In the particular case of using interactive simulators and 
games for teaching CG, some efforts have taken place in the 
recent years as games have been gaining popularity as a 
learning strategy in the higher education. In the following, a 
survey of these efforts is presented. This includes those works, 
classified as GDBL, which involve students in developing their 
own games as a way of learning CG topics. Also, those works 
that proposed interactive simulators, although not exactly 
games. Finally, those works, classified as GBL, which 
explicitly utilized digital games (not developed by the students 
themselves) for learning CG fundamentals.  These three 
different learning strategies are represented in Fig. 3. 

The methodology consisted of reviewing the literature for a 
broad span going from the late 90s to the present.  This span 
was chosen in order to encompass all the considered modern 
era of CG, seen as a discipline and as a curriculum. The 
databases searched were the following: IEEE Xplore, ACM 
Digital Library, Elsevier’s ScienceDirect, SpringerLink, Web 

of Science, and Google Scholar. The keywords searched were a 
combination of computer graphics, education, video games, 
serious games, digital games, artifacts, and learning.   

Although diverse studies arose when searching, only those 
belonging to the CG topics domain and under the categories of 
“development of games”, “interactive didactic artifacts”, and 
“playing video games for learning”, were included. Many 
studies that proposed the use of libraries such as OpenGL, 
Direct 3D, Java3D, and others, to be used in class as 
programming assignments or to teach CG topics with 
prototypes or frameworks provided by lecturer were not 
included. This decision was made to effectively separate all 
works that didn’t propose solutions based on games or 
solutions without an important degree of interactivity.  

 

   

 

 

 

 

 

 

 

 

 

 
Fig. 3. Three surveyed strategies for teaching CG topics. 

A. GDBL approaches 
A top-down approach to structure an introductory CG 

course and the use of Java3D as the programming API to 
develop a game is the strategy described in [14].  Researchers 
implemented an interactive tool to learn and practice Java3D 
(named Interlab3D) as well as a didactic multiuser game engine 
written in Java3D (named enJine) to ease the development of a 
3D game as a semester project. While the course contents were 
not oriented to games development, authors found attractive 
this alternative for teaching introductory CG. In this case, the 
whole syllabus was designed to match the theory with the 
practice. A video game was incrementally developed at the 
same pace as the topics were studied in order to have a game 
completion at the end of the course. Three assignments 
corresponded to the practice part of the course, starting with the 
modeling of the static components of the game, then building 
the dynamic components and finally working on the game 
completion. 

Another research where game design is seen as a useful 
strategy for teaching CG is found in [44].  In this study, 
researchers implemented a platform in C++, named GameX, 
built on top of OpenGL and DirectX.  A novel approach, in this 
case, was that the platform architecture allowed a varied degree 
of program abstraction. For example, students could learn by 
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calling low-level functions to draw primitives in the basic level 
of abstraction or could apply 3D modeling concepts in the next 
level.  At the highest level, students could develop a game in a 
collaborative and interdisciplinary manner. Moreover, 
advanced students were able to learn through the platform 
source code itself. The platform architecture supported 
introductory CG courses requiring simple projects and 
assignments by using its basic interface. Also, it supported 
intermediate courses that required team projects by using its 
intermediate interface.  Finally, it supported advanced courses, 
like those oriented to games development that required 
collaborative and highly interdisciplinary projects, by using its 
high-level interface. 

A similar approach is found in [45], where a collaborative 
and competitive development of a multiplayer racing game was 
implemented in an introductory CG course with the help of a 
proprietary framework named eNVyMyCar. Authors organized 
all the practice exercises around this framework, which has a 
single-server and multiple-client architecture. The world 
represented consisted in a static part that included all the fixed 
elements of the scene, and a dynamic part that essentially 
represented the state of the race, like cars position, orientation, 
and speed. The framework was designed in such a way that 
students did not have to know networking or the game physics 
details. Students just were concentrated on interactively 
describing and rendering scenes using simple C++ classes. 
When commands from the clients to the server were sent, the 
system broadcast them, together with the system state, to all the 
clients.  Additionally, clients could send snapshots of the 
rendering provided by the player in order to other students 
could appreciate the visual results and added with this a 
competition factor regarding who achieved the more refined 
scene or effects. 

In [46], some elements of games programming were 
incorporated in an introductory CG course (designed with a 
top-down approach) to help students to understand the core 
learning objectives. In this case, no full-game was developed 
by students, but game design principles were incorporated into 
regular programming assignments in order to engage and 
motivate students to pursue an active learning.  

Authors in that study classified courses that involve games 
and programming in three categories: Games development 
classes, games programming classes, and games development 
clients. The first category included those courses designed 
specifically to develop new games as an end product, so they 
were concerned with all aspects of real games production. The 
second category included classes that study technical aspects of 
games programming, such as loops, path planning, and terrains, 
just to name a few, and usually, it was not required to build an 
end product but individual components. Authors positioned 
their work in the third category, the games development client, 
which are courses that creatively integrated games into their 
syllabus, just as programming assignments, or to teach abstract 
concepts, or as an example of application areas.  

Game elements were incorporated in such a way that they 
did not compromise the syllabus schedule, for example not 
dedicating lecture time to cover topics specific to games 
programming. In order to achieve this, authors first identified 

the contents shared by both, the introductory CG and the 
Games Programming domains. Also, they identified the 
contents that are seen in-depth in CG courses only (e.g., 
transformations, modeling, viewing, projections, illumination, 
rendering buffers, textures). Finally, they identified the 
essential contents suitable for games programming only (e.g., 
Newtonian physics, scripting, sprites animation, resources 
management, artificial intelligence, audio programming, file 
formats).  

A fundamental strategy followed in that study was the 
concept of a CDA (Concept Demonstration Application), 
which were custom-built, event-driven interactive programs 
that demonstrate specific foundational CG concepts. As a result 
of that project, more than one hundred of CDAs were 
implemented to support topics included in the CG syllabus as 
well as in the programming assignments involving games 
programming elements. 

B. Interactive simulators 
Some of the earliest works proposing the use of interactive 

simulators to teach CG were based on Java applets and 
emerged in the late 1990s. This is the case of the applets 
developed by Patrick Min in 1996 [47], which covered CG 
topics such as Bézier curves, 2D transformations, 3D viewing, 
clipping, and lighting. According to [48], these applets were 
used successfully in the classroom, mainly to complement class 
explanations as students could visually review the results after 
lecturer interacted with these applets when covering specific 
topics related to the textbook content. 

A similar study, in 1998, implementing Java applets, is 
documented in [49], where a web-based course was supported 
by lessons, examples, programming exercises, and 
documentation.  The role of the Java applets, in this case, was 
both, to be an interactive tool to learn CG concepts and to be a 
programming framework where students extended the 
functionality of existent applets or develop new ones as class 
assignments. 

Still, another study in 1998 using Java applets and Virtual 
Reality Modeling Language (VRML) is presented in [50], 
where a framework for the development of educational 
applications was proposed as a means to create interactive 3D 
models to teach and clarify the working of certain graphics 
algorithms. 

A similar approach was followed in [51], in 2002, where 
more than fifty interactive applications written as Java applets 
were developed to help students learn specific topics in an 
online CG course.  These applications covered CG contents 
such as 2D/3D geometrical transformations, digital image 
processing, z-buffer algorithm, smooth shading, lighting 
models, materials, texture-mapping, rendering, animation, as 
well as others. All these contents were grouped in eight areas or 
chapters, according to the online course organization, 
enumerated as follows: Rendering, image processing, digital 
image representations, 2D image generation, 3D coordinate 
transformations, 3D modeling, computer animation, and digital 
image and modeling. These Java applets were not games in the 
sense of having fun with them but had interactive elements to 
engage students in learning.  Also, a feedback mechanism to 
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encourage students to study harder and keep records of their 
learning status was also implemented. This feature was 
important considering that this proposal was aimed to support a 
distance-learning course. Students were going to study and 
learn through the course online lessons and materials, as well 
as interacting with the Java applets to learn all the CG contents. 
An important benefit of the Java applets approach is that 
students needed only an Internet browser to use them, no other 
software installation was needed. 

Another study that aimed to develop an environment that 
supported interactive applications to teach CG, as well as 
virtual reality concepts, is found in [52].  In this work, it was 
developed a didactic framework, named Mental Vision that 
could be used as a graphics engine in practice sessions or 
student projects. The framework was developed in C++ and 
OpenGL. A set of applications featuring real-time and dynamic 
demonstrations of the course contents was also developed. 
Every application presented a single topic through an intuitive 
interface that allowed a dynamic modification of the 
parameters of the exposed algorithms. The same framework 
could be utilized to rendering and handling the 3D content in 
projects that involved advanced virtual reality interfaces, such 
as data-gloves, head-mounted displays, motion capture, and 
haptic workstations. A later update of this same work [53] 
reported an expanded multiplatform support for heterogeneous 
devices, such as mobile devices as well as Cave Automatic 
Virtual Environments (CAVEs). 

C. GBL approaches 
In this category, the development of a set of web-based 

games was proposed in [54] as an aid for students enrolled in 
Engineering Graphics. It is an introductory engineering course, 
included in many engineering curricula, that is related to 
visualizing 3D environments, constructing auxiliary views, and 
dimensioning and tolerancing. In that work, each game was 
constructed as an individual web page using JavaScript code to 
create the logic of a variety of puzzles. The main concepts that 
puzzles helped students learn were: An introduction to 
graphics, multi-view drawings and pictorials, constructing 
auxiliary views, manipulation of parts and a reference 
coordinate system in a 3D space, and dimensioning and 
tolerancing. While this approach was not specially intended to 
teach CG but Engineering Graphics, the improving on 
visualization skills, through the use of the games, might have 
benefits in the learning and performance of students in CG as 
well. 

Work [55], presented in 2016, proposed an environment 
named: Gamified Training Environment for Affine 
Transformations (GEtiT), that used a 3D space to visualize the 
effects of translations, rotations, scaling, reflections, and 
shearing. The game required mastering 3D transformations to 
modify objects to achieve a given goal position or shape. The 
learning tasks were designed according to the level design, the 
selection of a type of transformation, and the victory or goal 
conditions. Transformations were represented as cards, and 
immediate visual feedback was generated by the game engine. 
Authors of this work explain the game goal as follows: “GEtiT 
players start trapped in a sealed room from which they can only 
escape when they open the portal. In order to do so, they need 

to transform the object using their transformation types in such 
a way that it matches the victory conditions. However, they 
have to pay attention to the environment as the object cannot 
translate through obstacles that are placed at a particular level. 
Once the object matches the victory conditions, the portal gets 
activated, and the players can proceed to the next level”. This 
game was tested in the classroom and obtained a similar 
learning outcome than traditional methods. However, students 
reported a higher enjoyment during the learning process. 

VI. DISCUSSION 
After reviewing different efforts found in the literature that 

aimed to improve the teaching of CG through interactive 
simulators and games, it is worth summarizing some findings. 

There were eleven studies found in the literature in total, 
spanning from the late 90’s to 2016.  Four studies belonged to 
the category of GDBL, five were in the category of interactive 
simulators, and two were about GBL, that is, playing video 
games as the learning strategy.  These proportions are shown in 
Fig. 4. 

 

 

 

 

 

 

 

 

 

 

 
Fig. 4. The proportion of studies belonging to each category. 

The oldest efforts were those that implemented interactive 
simulators. All of them, except one, were presented in the late 
90’s and proposed Java applets as the technology chosen to 
create the simulators. It seems that, at the time, the newly 
extended capabilities to run stand-alone applications powered 
by Java applets and generate 3D graphics directly through the 
web browsers, without any installation of libraries or local 
applications, greatly favored the emergence of this kind of 
proposals. Also, they were well suited to support the first e-
learning courses in CG. Only one of the surveyed studies in this 
category was proposed in the first decade of the 2000s, and in 
this case, a lot of new tools and technology, including virtual 
reality and supporting heterogeneous devices was envisioned. 

The four studies in the category of GDBL were proposed in 
the first decade of the 2000s. They utilized the prevalent 
graphics libraries such as OpenGL, Direct3D, and Java3D 
together with programming languages such as C++ or Java to 
create frameworks that simplified the student coding for games 
development. All the surveyed studies in this category were 
chosen to fit the case of proposing the development of games in 
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the context of a CG course, not in a Game Development 
course. 

Considering the broad span of the last twenty-two years, 
which is almost the same span that the considered modern CG 
field (and curriculum) has, this survey accounted for a non-
homogeneous distribution of the three categories of analyzed 
studies. For example, as Fig. 5 depicts, in the first interval, 
from 1995 to 2000, there were only proposals of simulators 
present.  In the second interval, from 2001 to 2006, there was a 
presence of the three categories. It was the only interval where 
this situation happened. The third interval, from 2007 to 2012, 
only had proposals of GDBL. It can be seen that almost the 
same number of proposals regarding simulators is found in the 
two consecutive intervals from 1995 to 2006. A similar 
situation with the GDBL category occurred in the two 
consecutive intervals from 2001 to 2012.  Finally, in the fourth 
interval, only the category of GBL is present, although it 
consists of just one study. 

Only two studies were found in the category of GBL for 
learning CG. One of them proposed in 2001, and the other in 
2016.  It is worth noting that the study of 2001 is not directly 
oriented to CG but to an Engineering Graphics course, that 
although having some topics in common, was not entirely 
focused on the CG syllabus. Also, the second study, although 
directly oriented to CG, it was only designed to cover the 
“affine transformations” topic, and nothing else. 

From data shown in Fig. 5 is evident that the category 
where fewer proposals exist is the GBL.  Just two studies in the 
last twenty-two years propose that students in introductory 
courses of CG play video games to learn the course contents. 
This can be seen as strange if it is considered the high 
popularity that didactic games have in other domains. 

 

 

 

 

 

 

 

 

 

 

 
Fig. 5. Distribution of studies in the last twenty-two years. 

VII. CONCLUSIONS 
While CG teaching has some decades of refinements, 

syllabi evolution, and adaptations to the continuous advances in 
graphics technology, there is always a need of creative 
proposals to present learning materials to students and engage 
them in learning. 

There is evidence that the use of digital games for learning 
in higher education has been attempted in diverse domains such 
as science, engineering, and computing courses, as an effort to 
motivate students to improve their learning. However, the full 
potential benefit of GBL seems unaccomplished in the specific 
case of teaching computer graphics, with very few efforts 
found in the literature aimed to incorporate this approach. 
Studies closer to this vision were those that implemented a 
collection of simulators to practice CG concepts. Nevertheless, 
simulators have just a didactic part but miss a fun part that only 
a game can provide. The GBL category, as classified in this 
study, accounted for just two proposals in a huge span of 
twenty-two years. With this study, authors aim to increase 
awareness about the detected necessity of diversifying the 
current offering of digital games in this particular area, which 
in turn can lead to improvements on how CG is taught in the 
classroom. 
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